Lab Manual

**OOP**

**Laboratory 08:**

**Statement Purpose:**

At the end of this lab, the students should be able to:

* Create Constructors
* Implement Method Overloading
* Implement Argument Passing (Pass by value and Pass by reference)
* Use Access Modifiers (Public, Private)

**Constructor:**

A constructor initializes an object immediately upon creation. It has the same name as the class in which it resides and has no return type, not even void.

**Using Constructor to initialize an object:**

**Note**: Save this program as DemoBox.java. The newly added code is shown as bold.

//Here Box uses a constructor to initialize the dimensions of a box.

**public** **class** Box {

**double** width;

**double** height;

**double** depth;

//This is constructor for Box.

**Box(){**

**System.*out*.println("Constructing Box");**

**width=10;**

**height=10;**

**depth=10;**

**}**

**//compute and return volume**

**double volume()**

**{**

**return width\*height\*depth;**

**}**

**}**

**class** DemoBox{

**public** **static** **void** main(String args[])

{

// Declare, allocate and initialize Box objects

**Box mybox1=new Box();**

**Box mybox2=new Box();**

**double** vol;

//get volume of first box

vol=mybox1.volume();

System.*out*.println("Volume is " + vol);

//get volume of second box

vol=mybox2.volume();

System.*out*.println("Volume is " + vol);

}

}

**Output:**

Constructing Box

Constructing Box

Volume is 1000.0

Volume is 1000.0

**Using Parameterized Constructor to initialize Box objects:**

In previous example, all boxes have the same dimensions. Box objects of various dimensions can be created by adding parameters to the constructor.

//Box uses a parameterized constructor to initialize the dimensions of a box.

**public** **class** Box {

**double** width;

**double** height;

**double** depth;

//This is parameterized constructor for Box.

Box(**double** w, **double** h, **double** d){

width=w;

height=h;

depth=d;

}

//compute and return volume

**double** volume()

{

**return** width\*height\*depth;

}

}

**public** **class** BoxDemo6{

**public** **static** **void** main(String args[])

{

// Declare, allocate and initialize Box objects

Box mybox1=**new** Box(10,20,15);

Box mybox2=**new** Box(3,6,9);

**double** vol;

//get volume of first box

vol=mybox1.volume();

System.*out*.println("Volume is " + vol);

//get volume of second box

vol=mybox2.volume();

System.*out*.println("Volume is " + vol);

}

}

**Output:**

Volume is 3000.0

Volume is 162.0

**Argument Passing:**

There are two ways that a computer language can pass an argument to a method.

**Call-by-value:** This method copies the value of an argument into the formal parameter of the method. Therefore changes made to the parameter of the method have no effect on the argument.

**Call-by-reference:** In this method, a reference to an argument (not the value of the argument) is passed to the parameter. Inside the method, this reference is used to access the actual argument specified in the call. This means that changes made to the parameter will affect the argument used to call the method.

**Aim: Develop programs based on variation in methods i.e. passing by value, passing by reference.**

**Passing By Values**

//swapping example

**public** **class** c1 {

**public** **static** **void** main(String[] args) {

**int** a = 30;

**int** b = 45;

System.*out*.println("Before swapping, a = " +

a + " and b = " + b);

// Invoke the swap method

*swapFunction*(a, b);

System.*out*.println("\n\*\*Now, Before and After swapping values will be same here\*\*:");

System.*out*.println("After swapping, a = " +

a + " and b is " + b);

}

**public** **static** **void** swapFunction(**int** a, **int** b) {

System.*out*.println("Before swapping(Inside), a = " + a

+ " b = " + b);

// Swap n1 with n2

**int** c = a;

a = b;

b = c;

System.*out*.println("After swapping(Inside), a = " + a

+ " b = " + b);

}

}

**Output:**

![](data:image/png;base64,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)

**Passing By Reference:**

//PassbyReference Example

**public** **class** c2 {

**public** **static** **void** main(String args[]) {

Car car = **new** Car("BMW");

System.*out*.println("Brand of Car Inside main() before: "+ car.brand);

*printBrand*(car);

System.*out*.println("Brand of Car Inside main()after: "+ car.brand);

}

**public** **static** **void** printBrand(Car car)

{

car.brand = "Maruti";

System.*out*.println("Brand of Car Inside printBrand(): "+car.brand);

}

**private** **static** **class** Car

{

**private** String brand;

**public** Car(String brand){

**this**.brand = brand;

}

}

}

**Output:**

Brand of Car Inside main() before: BMW

Brand of Car Inside printBrand(): Maruti

Brand of Car Inside main()after: Maruti

**Method Overloading:**

* In Java, it is possible to define two or more methods within the same class that share the same name, as long as their parameter declarations are different. These methods are said to be **overloaded**.
* When an overloaded method is called, Java uses the type and/or number of arguments to determine which version of the overloaded method to actually call. Thus, overloaded methods must differ in the type and/or number of their parameters. They may have different return types, since return types do not play a role in overload resolution.

**Aim: Develop programs based on overloading methods.**

**Example 1:**

//calculation(method overloading example)

**public** **class** c3 {

**void** sum(**int** a,**int** b)

{

System.*out*.println(a+b);

}

**void** sum(**int** a,**int** b,**int** c)

{

System.*out*.println(a+b+c);

}

**public** **static** **void** main(String args[])

{

c3 obj=**new** c3();

obj.sum(10,10,10);

obj.sum(20,20);

}

}

**Output:**

30

40

**Example 2:**

//Method Overloading Example

**public** **class** c5 {

**int** addition(**int** i, **int** j)

{

**return** i + j ;

}

String addition(String s1, String s2)

{

**return** s1 + s2;

}

**double** addition(**double** d1, **double** d2)

{

**return** d1 + d2;

}

}

**class** AddOperation2 {

**public** **static** **void** main(String args[])

{

c5 sObj = **new** c5();

System.*out*.println(sObj.addition(1,2));

System.*out*.println(sObj.addition("Hello ","World"));

System.*out*.println(sObj.addition(1.5,2));

}

}

**Output:**

3

Hello World

3.5

**Access Control:**

Access Control is a way to limit the access others have to your code.

**Same package** - can access each other’s variables and methods, except for private members.

**Outside package** –

1. Can access public classes.
2. Can access members that are public.
3. Can access protected members if the class is a subclass of that class.

Same package - use package keyword in first line of source file, or no package keyword and in same directory.

**Keywords -**

1. public - outside of package access.

2. [no keyword] - same package access only.

3. protected - same package access. Access if class is a subclass of, even if in another package.

4. private - same class access only.

**Aim: Develop program to demonstrate private and public access modifiers.**

**Example:**

//This program demonstrate the difference between public and private access modifiers

**public** **class** c8 {

**int** a;

**public** **int** b;

**private** **int** c;

**void** setc(**int** i)

{

c=i;

}

**int** getc()

{

**return** c;

}

}

**class** Accessc8{

**public** **static** **void** main(String args[])

{

c8 c=**new** c8();

c.a=10;

c.b=20;

c.c=100;

c.setc(100);

System.*out*.println("a, b, and c:" + c.a + " " + c.b + " " + c.getc());

}

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAhUAAABJCAIAAAAFVUOMAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAEPBJREFUeF7tnT1vG0cTx4dP5ZTqbKcLRBWKigAuAlCfgBQQsFIbIMURqcTGnZDAgTo1ZGWIQAK4ZSUEEPkJJCBIAquQXZiMq1hyFZZSd8/s7r3f7nHvyOOb/gQL6rS7M/PbuZ19OQ4rrusSXiAAAiAAAiCQk8D/cpZHcRAAARAAARAQBBA/4AcgAAIgAAJFCKxM/Bh3qVKhYREbjHXm3OaQKq256hdvTGib2X53XxZgNSrUHRfRxBJIXkGWzRbR2K/Tqgir5+4hs6j0SOrOi/xU9y6JZ9o5Z7doAQ6fg4ZhXJrdTAsd/PgRCBN3aZmjJI1pf95xwsLO/EVWT8+dPWlFlWr5rclVY2GC7LU6c8kdlW4467O4G8HO+GGL9rt+0WX45MLI2/GYQ6kcFi0D+BwslE3kMLO4yMj6Y8C3qHqfFW+vcM3tIyG6Xri+rmIZbc5VwdyN1Xa9KjvbuetyBXsguQTZN1tE6YXXWe6NsHBzN1xgGc5ZRpvr2Q3m/Sue+ITbBfE9k3CO5q9U1IIutsMgV1ViJ0ReV/st4s8qXRE1VOF9Xo2Il3apZdmmibumTZ1K2uomPbmwwhLdQWJB3cD8DCDxuW2wUxeYWW1PcaH6GV0ecRCgSz/Qsp5KNE9Rlb2q2egkOhBkDyQtSK+ZnJ0l+10nnfUMJ9GygPIHrZ72N5KmuqGLg15L9J2lLG0X5+r3tIcEvlRkz9Zgpr1K0Zsr2AvV3HE6QKbe1Fa3d++YP5jvI73Pm4FYbnumfWlxg9XMvakdl7S+ne4j0xhi6Z/8/K54OcSP8XrvWse7OHBccrz/dkZhSWfgffbLecXEnzx5q7miLH8gV5UcdfyL4g+3RvzP1Ct+PVol/BxpM9At3VJ4JSErV/W0nobqjC4gxp+FaVxScosBiSgqLFIFZJuKRngxy6TY/zo12Y5shDuI/wy6SZVLtjkLkAytDH0aM1N5RQKO36aV7SbPiZqp7aPAJxmVE3aW1iDtjaDpYnnLJPpd77S6kh4Jvr+090JEs5jCAYGZXdFz1IRP+n0Uu2GFG8Xv2QjP0NW1Pp/HvVmlxMCi5an3edNok1beuzEMo1DillnMYGVQ3tbB7G3X9VHGGCLG2Cn+qdu/EpNc+eJ5aOdGTDBpQEdqw2RIvRq9jG8zjT8Q9fx5aCMS9hw6kyW3D6h2RSPLyZ4sdtEn55in2rL6ETlBdb/Nqr+Tk6dVonKqH/vEeM+RLTYBCWbBwVJjeE61zky7dk5TAqjRQWRHKy3ISGlGILp2NdLrogcv1Br0hDydI4u5qWsvrf56M2e2KNi/Cm4Elp7oYqVP4qLRaQ3V+f4qvmdrMNPSFXdrYg+gFVn7ZCifhK/rTa3P53Bv3cBiUknr88GtXWC0EQObv69QwBXnMFgZhkpbB7MbaU3jkp6nHP+n+afF81e1ace1o/diEPTOTvj45NIb9/ON7BtUWg9kSI0bGskTplGnTGsXJkg/qOvNfNmh/gWHVuqTP/+YUU/76nK8q8qtNu6CN36wL7MPVqVt0715dCn8sHkumESjiKXe6d5c70HA3pcsAa1ksRL6KDN+cEzuH9LlG7pp+A+M8sM/V3Qa37KtN+mqnfXo7fCUrhx/lr1N/BjRh2mPnx4cUu/EOx3hPTte9FQX3CV2emqV0gIRwd9/nba9T7yKuupLM8f0vX9xRkO1gmZs0766STrPCjl0DDmEHHrTiww9Y2dvBtn2ZrL/3ATzm/jkxkaQve15ndZGeugh7CMXkfvITq3se5MnmDyV6Z2LtnIpn+5NraAc7q0bWHKpFPCIjTZ2lIy+ZDcIFNNTP/uKDpWpElMFZds+daBOCLTwz0j88M60/ed3ubI3WdumNx1qV2UI4cPbkQgn3qmpOuaqCy8Mqocnpf6mlph3R57p4skLtxaen6tj2Mi5Oocn3rMa7HlzxmqfRnnXNLo27XwpLJXU076+DojahVOz4N2O1xZf5I/iYpWOB/YCskpqBanHphOQ5yMv3opeOpfZpuM9arTDPR9jSZ5e3MQbNXhImqfWIha01w7P+aOPpycFyfqJG8Ge0qxOq5MUekiFxI2Q99lI7b0ZefCBt2sGsk298ia3SfWmdhDI4d66gSUfz/Roo1U+py8tYrBi+oahMuERRiCWtpsGansXT5as8HFS8dpZNfmhgvPlPApcjj1o1UyA70mOf/N+/HpexMVMiM8B/ZGXn7TZHfnnefOSgXaWS2CtR5s1Vt7i/GO5jgHpq0+gwI7B0ozic1qiYt+eWZrOEAwCK0oA8WNFO2YN1AqeJW/0vD2Q1VS6/pJqkecDO6OZHnhbTRuhFQgsg0B5+1fLsAYyQQAEQAAEFkUA649FkYYcEAABENgsAogfm9WfsAYEQAAEFkVgA+LHXNKqR55oTKQDmpqeKDtP8rLSVmsdaLXyTpt93F7PZMll5rJe1D0LOSCwKgTWKn4E2RiDnH3FfgYjDZ+fIOIvYqiv0HuZWqx7qIw8ydF8fwW+HmytezkFVy/rdRl9VA47tAoCa0RgreKHSrrg8vfsOLVYobHe1DP8PbK9neQ/l5almbMp8PcVVC79Qfg9/NndamkW5VTdXk/7kjlVQHEQAIGpBNYqfmRYk06rbp+Mmlcz7SvqqS/V+4mjbVPKG3SaKW0153LoeQljRAY6P+GHyfx0On1tyakWZS3mDCmmtemgtSn60ypNTeoe3TnU5hs37RymnSFjN88yv/fUOwkFQOARErDOFb46BaNZiP0U6Crzc5jUfVoG9YQ1nMQ4mZRem7balJVdlxfdMit7Om210k0lEtdoFVfdVF3fXal81Ok83vqKuoThpnTlxhT9iaa1acAN6bWNepoz0k9PQp6ZY391/B2agMCqEtiM9Ucql7UxpfwMMwT7NmdMW61yVXHOfJFaphH75aWk+rqs17lMTOfxNlZPQc6R8VvbqCGpu7ZsAT2z83jb92YunigMAo+JwGbEj1SPlZCpmMpoU7+vItOsqp9OORtMyW08o7POmMd7RumapO6GFueu58J6c0ZEqA4CK0xgQ+NH3kzFNj1k3+aMaauFMjd+7nrO+h7JXZ/MqKzLem1jS6JMNI+3fXVjNmm7rNcsKJ0GPFt6Lj3nm8vaHgtKgsDjIbCqG2sZeqXPP/yN7OjPoIrPqV/kNbWaPP+Qu+pB9dhPzCbaNJQUvwopSw4S2qY1iLbgGxJUT/x+pLoe+/VfXXWNmVo94xc1PyocNBSxIgpZ/cKleAc/TyurhPDj19OKJX8j015PbUl5TpNUyb431/BugMogsDwCyH/1eKYKsBQEQAAE5klgQ/ev5okIbYEACIAACGgIIH7ALUAABEAABIoQQPwoQg11QAAEQAAEED/gAyAAAiAAAkUIIH4UoYY6IAACIAACiB/wARAAARAAgSIEED+KUEMdEAABEAABxA/4AAiAAAiAQBECiB9FqKEOCIAACIAA4gd8AARAAARAoAgBxI8i1FAHBEAABEAA8QM+AAIgAAIgUIQA4kcRaqgDAiAAAiCA+AEfAAEQAAEQKEIA8aMINdQBARAAARBA/IAPgAAIgAAIFCGA+FGEGuqAAAiAAAggfsAHQAAEQAAEihBA/ChCDXVAAARAAAQQP+ADIAACIAACRQggfhShtgZ1xl2qVGhorWkrT2GbVj/f7bf+bl3bFC2/DNPY75YvBhJA4HER2Iz4MaZ96+Fv2BIDa3e8Kv2s9FHvlv14P1f1u/tEA6pntnn9sdL623v/Npmr+KKNyRAlVXrf/RxrZDx8z9fD6LV9RHvtpeEtah/qgcCKE6i4rrviKlqox/GjSsfulBFQNdTap+YhnRBdHlm0XHaRIVXOyT2TYvjzCY0uabtsofH2eW5efe/rYBI9abUmzbOvZIjhz3e7r3aPni5Wz6S0h+4vtzs/CZU4WlT/3Br99Mwjx6Hud3JoQt+9OPsmqLYkvMuFBOkgUCaBdVt/8DZLMFtXk3WeO1eqdEXUUP/ap6ylxZBuDql+QNSPFQubbYW00xfVppB6B0uF6MVgWaO9KKJXoL8SVKVaz1sMDc+pdmgMHmxmV0rnfRjViFIgDSR6MVzP8OjZkqxk3ejy67RNnZcJHxv+5i81Wh9lG1/sfjk5GT6Ij9eT3pdbB8bgwcN6UDdcAUQa9C6KJcIvd0FfcYF92X66pKebXABFNsSeHMngwa/tZ0/o0/3IKzdpvX7oOM93k7dNnTpEp0ta4ZV5D6NtEFgaAV5/rOVr1HHJ8TUfuTVyBxZ2DBy3MxLlOjXvA392yHVSlTUXBxGJ/LnmypZE9bRo08W0INUC6XSIGsQKC3tZLgnNo/qrYjEg4u84E1lRSWcIIbqIIb64wa9/0a//pWmK647+Xzr0951XfzlvU/+5u605/0g9/nOcd507VYA/q4uRV1hSXnz7D0vXNMimDt4FCrOStcG96+qkJxHptMY1EAABawLrtv4ITguq7fwhd0wnPdqRmxwHh9S/kC0MqVejl4m9f93F8Qeinr/+aITSd2ti6ZM4utBc1AqSJzd89iB2ERtTznidphRao4PIDlcOIA6dSTOrian5XnzRMzn/44tOYyuOV6wqGvSVe/ZiQB+j6wbbXgiOT36+5bWifG01v73vvxVrjvHwrvftltcHmpKy+DdCemQ/ypd8/bF6/mTwg1T4+iMreVl/otdqe4foJnN5amsNyoEACDCB9YofQ2rc0MgVo+2ok7v/xhfhNheHn6v4FtbU5kbvqdYRor23f1BxdCmuNM9jB+Dai2kRQiV/WD8b0FU7xxNTorXZgEw1OSjwedL/tKXG6PoPXzmfbk+v7StzSbmn9OoFBwD31fOaX7XeeE5/Tsb0cPEn+RFLX9IkTGyCvaaBdzDz0P19Qn+oc/537U/Ue/13kVCXyzIUBoFHTGCt4odYAfgv3rUPX9u0R/Rh2iNVF31y5ExfvTkAXXAVPoG4Sm2L6y7Wm1nje/1MhLTeecyXYhe1gri4PyMW1tVYHe+lFhbZ2/VGILk8OjEl56OO+/Yg/YTVwwf1jNPnhxs+DgnOP5LHEjrRoopv1iBYfxA93TqkycX1pE/+gYqpJNdOCRLH5rzy8IIHl+ATERmixPvrzpfk/PjCDQ7V+f8CV2KxlQsUCoMACMQIrFX84KcwnSuqyhPgXR7+I6+XHWpXM8/Px9S/omZkn2pnj9qnfPhKlyO6afgbU+pYW3uxLiKEd0ovz7HFS25AqUNpXtMM1JNU2ou6NtkitkNZJKpHHr76EAy5ZpfVA1HSI88UZAWhukAq4mjw4lH4686/wdO68vz86bM3TWr/LA/Gf77d+zF8+Gp8Jw/Vs19Pnx1/e6+qnzx77kRlffek/fp27zv/0SljyZSAz3ffn9/zyqbhP1U8/bsmYgLRnKYr/g8CIGBLYDOe37W1FuU0BKye3y1Ajo9M3r2PPUFboJE5VsHzu3OEiaZAQBBYq/UHuqwMAmINdDP/79Zd37Y/bTW/KUPjQm22GuQcL/q7NYU0RSUQWBcCWH+sS0+VrCd/j6QpvoDJW0wlS1p083wcQnyYdN70Hj9btHzIA4GNJYD4sbFdC8NAAARAoFQC2L8qFS8aBwEQAIGNJYD4sbFdC8NAAARAoFQCiB+l4kXjIAACILCxBBA/NrZrYRgIgAAIlEoA8aNUvGgcBEAABDaWAOLHxnYtDAMBEACBUgkgfpSKF42DAAiAwMYSQPzY2K6FYSAAAiBQKgHEj1LxonEQAAEQ2FgCiB8b27UwDARAAARKJYD4USpeNA4CIAACG0sA8WNjuxaGgQAIgECpBP4PesnjPK1lXW8AAAAASUVORK5CYII=)

If this statement c.c=100; is commented, then the following output will be shown.

**Output:**

a, b, and c:10 20 100

**Lab Tasks:**

**Task 1: Marks: 5**

**Make a class named Student. Declare a field named name of type String in Student class. Make it Private field. Define two methods getName() and setName() in class Student. The return\_type of getName is String and Access modifier is public. The return\_type of setName is Void and Access modifier is public. In main class make an object of Student class. Using method setName(), set any name in name field, and using getName method print the name. Then using object (don’t use setName() method), set the name field with any name, and print the name using getName method. Show output. If you get an error then tell its reason explicitly.**

**Task 2: Marks: 5**

**Make a class Program1 with four fields x=5, y=5, z=0 and result=0 of type double. In this class defines a public method named calculate which calculates**

1. **Sum //No parameter method (sum of x and y only)**
2. **Division of two numbers //two parameters of type double**
3. **Multiplication of three numbers //three parameters of type int**
4. **Subtraction of two numbers //two parameters of type int**
5. **Square of a number //one parameter of type double**

**All methods have return type void except one which calculates square. It should return square of a number so it’s return type would be double. All methods have public accessibility.**

**In main class make an object and call all methods with different arguments to show method overloading.**